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**1. Kth Smallest**

Given an array arr[] and an integer k where k is smaller than the size of the array, the task is to find the kth smallest element in the given array.

Examples :

Input: arr[] = [7, 10, 4, 3, 20, 15], k = 3

Output: 7

Explanation: 3rd smallest element in the given array is 7.

**Code**

class Solution {

public static int kthSmallest(int[] arr, int k) {

PriorityQueue<Integer> maxHeap = new PriorityQueue<>((a, b) -> b - a);

for (int i = 0; i < arr.length; i++) {

maxHeap.add(arr[i]);

if (maxHeap.size() > k) {

maxHeap.poll();

}}

return maxHeap.peek();}}

**Output**

![](data:image/png;base64,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)

**Time Complexity**

O( n logk )

**2. Minimize the Heights II**

Given an array arr[] denoting heights of N towers and a positive integer K.

For each tower, you must perform exactly one of the following operations exactly once.Increase the height of the tower by K.Decrease the height of the tower by K

Find out the minimum possible difference between the height of the shortest and tallest towers after you have modified each tower.

You can find a slight modification of the problem here.

Note: It is compulsory to increase or decrease the height by K for each tower. After the operation, the resultant array should not contain any negative integers.

Examples :

Input: k = 2, arr[] = {1, 5, 8, 10}

Output: 5

Explanation: The array can be modified as {1+k, 5-k, 8-k, 10-k} = {3, 3, 6, 8}.The difference between the largest and the smallest is 8-3 = 5.

**Code**

class Solution {

int getMinDiff(int[] arr, int k) {

int n = arr.length;

Arrays.sort(arr);

int ans = arr[n - 1] - arr[0];

int tempmin, tempmax;

tempmin = arr[0];

tempmax = arr[n - 1];

for (int i = 1; i < n; i++) {

if (arr[i] - k < 0)

continue;

tempmin = Math.min(arr[0] + k, arr[i] - k);

tempmax

= Math.max(arr[i - 1] + k, arr[n - 1] - k);

ans = Math.min(ans, tempmax - tempmin);

}

return ans;

}

}

**Output**
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**Time Complexity**

O ( n logn )

**3.** **Parenthesis Checker**

You are given a string s representing an expression containing various types of brackets: {}, (), and []. Your task is to determine whether the brackets in the expression are balanced. A balanced expression is one where every opening bracket has a corresponding closing bracket in the correct order.

Examples :

Input: s = "{([])}"

Output: true

Explanation:

- In this expression, every opening bracket has a corresponding closing bracket.

- The first bracket { is closed by }, the second opening bracket ( is closed by ), and the third opening bracket [ is closed by ].

- As all brackets are properly paired and closed in the correct order, the expression is considered balanced**.**

**Code**

class Solution {

static boolean isParenthesisBalanced(String s) {

Stack<Character> stack = new Stack<>();

for (int i = 0; i < s.length(); i++) {

char currentChar = s.charAt(i);

if (currentChar == '(' || currentChar == '{' || currentChar == '[') {

stack.push(currentChar);

} else if (currentChar == ')' || currentChar == '}' || currentChar == ']') {

if (stack.isEmpty()) {

return false;

}

char top = stack.peek();

if ((currentChar == ')' && top == '(') ||

(currentChar == '}' && top == '{') ||

(currentChar == ']' && top == '[')) {

stack.pop();

} else {

return false;

}

}

}

return stack.isEmpty();

}

}

**Output**

![](data:image/png;base64,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)

**Time Complexity**

O(n)

**4. Equilibrium Point**

Given an array arr of non-negative numbers. The task is to find the first equilibrium point in an array. The equilibrium point in an array is an index (or position) such that the sum of all elements before that index is the same as the sum of elements after it.

Note: Return equilibrium point in 1-based indexing. Return -1 if no such point exists.

Examples:

Input: arr[] = [1, 3, 5, 2, 2]

Output: 3

Explanation: The equilibrium point is at position 3 as the sum of elements before it (1+3) = sum of elements after it (2+2).

**Code**

class Solution {

public static int equilibriumPoint(int arr[]) {

int n = arr.length;

long sum = 0;

for (int i = 0; i < n; i++) sum += arr[i];

long sum2 = 0;

for (int i = 0; i < n; i++) {

sum = sum - arr[i];

if (sum2 == sum) {

return (i + 1);

}

sum2 = sum2 + arr[i];

}

return -1;

}

}

**Output**
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**Time Complexity**

O(n\*\*2)

**5. Binary Search**

Given a sorted array arr and an integer k, find the position(0-based indexing) at which k is present in the array using binary search.

Note: If multiple occurrences are there, please return the smallest index.

Examples:

Input: arr[] = [1, 2, 3, 4, 5], k = 4

Output: 3

Explanation: 4 appears at index 3.

**Code**

class Solution {

public int binarysearch(int[] arr, int k) {

int low = 0;

int high = arr.length - 1;

while (low <= high) {

int mid = low + (high - low) / 2;

if (arr[mid] == k) {

return mid;

} else if (k > arr[mid]) {

low = mid + 1;

} else {

high = mid - 1;

}

}

return -1;

}

}

**Output**
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**Time Complexity**

O( logn )

**6. Next Greater Element**

Given an array arr[ ] of integers, the task is to find the next greater element for each element of the array in order of their appearance in the array. Next greater element of an element in the array is the nearest element on the right which is greater than the current element.

If there does not exist next greater of current element, then next greater element for current element is -1. For example, next greater of the last element is always -1.

Examples

Input: arr[] = [1, 3, 2, 4]

Output: [3, 4, 4, -1]

Explanation: The next larger element to 1 is 3, 3 is 4, 2 is 4 and for 4, since it doesn't exist, it is -1.

**Code**

class Solution {

public ArrayList<Integer> nextLargerElement(int[] arr) {

int n = arr.length;

ArrayList<Integer> result = new ArrayList<>();

Stack<Integer> stack = new Stack<>();

for (int i = n - 1; i >= 0; i--) {

while (!stack.isEmpty() && stack.peek() <= arr[i]) {

stack.pop();

}

if (stack.isEmpty()) {

result.add(-1);

} else {

result.add(stack.peek());

}

stack.push(arr[i]);

}

ArrayList<Integer> finalResult = new ArrayList<>();

for (int i = result.size() - 1; i >= 0; i--) {

finalResult.add(result.get(i));

}

return finalResult;

}

}

**Output**
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**Time Complexity**

O(n)

**7. Union of Arrays with Duplicates**

Given two arrays a[] and b[], the task is to find the number of elements in the union between these two arrays.

The Union of the two arrays can be defined as the set containing distinct elements from both arrays. If there are repetitions, then only one element occurrence should be there in the union.

Note: Elements are not necessarily distinct.

Examples

Input: a[] = [1, 2, 3, 4, 5], b[] = [1, 2, 3]

Output: 5

Explanation: 1, 2, 3, 4 and 5 are the elements which comes in the union setof both arrays. So count is 5.

**Code**

class Solution {

public static int findUnion(int a[], int b[]) {

HashSet<Integer> unionSet = new HashSet<>();

for (int num : a) {

unionSet.add(num);

}

for (int num : b) {

unionSet.add(num);

}

return unionSet.size();

}

}

**Output**
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**Time Complexity**

O(n+m)